In this lab, I will be working with binary search trees and different ways that they could be used for instance, to find the value in the tree, convert the values of a tree to a list, build a sorted tree, and to find the elements at a depth in a tree.

**Question 1**

**Objective**

For question 1, my objective is to be able to display the binary search tree by creating a figure of a tree and inputting the values of the tree in their respective positions. In the figure I will also need to create circles that will hold the values of the tree after the end of each line in the figure.

**Proposed solution**

For this problem I tried to combine the drawTrees method and draw\_Circles method from lab 1 since I knew I needed those figures to create a tree. However, when trying to combine these two methods, I would have issues on trying to place a circle inside my tree and I found out that it was going to be a larger issue to deal with since they had various different variables to implement. Also, another issue was that I wasn’t able to implement the values of my tree into the figure correctly since they would be placed with the circles that wouldn’t appear on my tree.

The second solution that I came up with was to re-work my drawTrees method in order to be able to create a new was to implement the circles inside the figure. The way I planned to re-work my drawTrees method was to make a second method that draws the shape of a triangle since a tree consists of various triangles. Also, in my drawTrees method I needed to implement a way to insert the circles in the figure while containing the values that came from the tree.

**Implementation**

The way I began to re-work my code was to refer to the drawSquares method from lab 1 and modify the list i1 into making it have only two points which are 1 and 0. The purpose of using this is to be able to create the shape of a tree which consists of triangles and in this instance, I don’t close the triangles since I need them to keep drawing tree over and over; Once Modifying the lab 1 drawSquares method is done, I changed its name to draw\_Triangle to fit the its function. Additionally, I didn’t change anything else with that method since it functioned properly. After that I had to look at my drawTrees method and modify the original code, to begin modifying I changed the parameters of my method and passed the Tree, my x and y coordinates, and xMove and yMove which are the directions that my x and y will be moving.

Inside the drawTrees method I now had to traverse my tree until its empty and since we always start at the root I declared my line of code if Tree is not None. Once that if is made I implemented a line of code that allows me to implement a circle, but to do that I needed to use my x value and subtract it by .4 since the circle would look uneven in the figure, I had to add the y coordinate to the yMove since we need to place the circle at the top, after that I was able to implement the current item of the tree into my circle. After implementing the value, I needed to input the values for the left side and right side of my tree.

When I began to implement the values of the left side, I implemented an if statement that will traverse the left side of my tree until it reaches None. Inside the if statement I used some of the original code from the drawTrees method, I used the variable q and declared it to my plot which is np.array and inside it would subtract the x from its xMove since in the tree we have to move left and draw that way, however in that array I made another plot point where it draws in the y axis by adding y to the yMove variable which will begin to draw at that point. After making the plot to draw, I needed to call the draw\_Triangle method in order to begin drawing the shapes for my figure, but when calling the method, I passed as my parameters ax, 1 which is the amount of times I need to draw the shape, q which contains the plot points, and .9 as the weight of the drawing. After calling that method, I needed to use recursion to call my drawTrees method again in order to keep traversing through the tree and inserting the values in the figure. When calling recursively, I passed the left side of the tree, subtracted x from xMove and y from yMove in order to be able to move left and down, then I divided xMove by 2 , and passed yMove without affecting it. Assuming this works the method will keep going through the tree and insert all of the left side variables.

Now I need to implement the right side of my tree into the figure and its actually similar to the way the left side was implemented. I first have to make an if statement that traverses the right side until it reaches none. Inside the if I declared variable q1 to the np.array and instead of subtracting the x first, I actually added the y to the yMove first and in the other list I added the x and xMove since we need to draw to the right side of the figure which creates the plot. After that we need to call the draw\_Triangles method like before in order to create the shapes for our drawing. Then I need to call the method recursively and pass the right side of my tree, and the x and xMove since we need to move right, subtract y from yMove since we move down in a tree, we still divide 2 from xMove, and pass the yMove variable without any changes to it.

**Tracing**

To trace this my tree will be using the sorted list with the variables [10,4,2,8,15,12,18] and when calling drawTrees I passed the tree and the values for x,y,xMove,yMove as 10. When the method is called it begins to check if the root of the tree is not none and since it had 10 as the root then it passes the base case. Inside the base case the program inserts the value 10 into a circle into the top of the tree. Now that the root is drawn, the code begins to check if the left side of my tree is not none and since my left has the variable 4 then it goes into the if statement. In the statement the variables x and xMove are subtracted making it 0 and leaves y unaffected, but in the second part y is added with yMove which gives us 0 and the x is unaffected. After these values are made to begin plotting the method draw\_Triangle is called and draws the left side of the triangle. After the line is drawn then the method is called recursively an moves on to the next node of the left side of the tree, subtracts the x and xMove making x 0, then y is subtracted from yMove making y 0 , then xMove is divided by 2 which makes xMove 5 and yMove is unaffected. Since its calls the method by passing the left side of the tree and the new value that is printed is 4 since its reading it as the root, but for that position it is in only. Now that its printed it will go into the if statement for the left side since it’s still not empty and process the work that was done before and draw another left triangle in the tree. Once the drawing is done then the code recursively calls the method again and prints the value 2, however since this is the last value of the left side then it stops going through the code for that value. Referring to the value 4 we can see that it still has another number that is 8 which is on the right side, meaning that this time the code will run the if statement for if the right side of the tree is not none and since it has the value 8 then it begins to draw the right side of the triangle as the left side would do. However, when calling the method recursively the x value is added to the xMove since its moving to the right. When the method is called again then the code prints the value 8 only for that position but doesn’t do anything else since it doesn’t fit the if statements. Since there are variables still missing the original root of the tree had variables on the right which are 15,12, and 18. Since the right side is not empty then the if statement draws the right side of the triangle and calls the method recursively and prints out 15, also this is done for the value 18 later on in the code. Since 15 has a left side then the code draws a left triangle and calls the method in order to print out 12 and since 12 is the last value then it stops going the same applies for the value 18.
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This method uses O(Log n)

**Question 2**

**Objective**

For this question I’m supposed to make an iterative method that searches for a value in the binary search tree. By iterative means that it needs to use loops and no recursion.

**Proposed solution**

For this method, I know that I need to use loops to traverse the tree and I need to return if the number that I was given was found in the tree. So, to make sure I find the value I need to compare the current item in the tree to the value. If the item in the tree is not found when comparing to the current item then I need to see if its less than or greater than the current item and traverse to the left of the tree if its less than or traverse through the right if its greater than to the value we are looking for, until the value is found then it prints that it found the value.

**Implementation**

for this method I will be passing two variables which is the tree and k which is a number that may or may not be in the list. In the method I want to declare temp to T just to make sure the original is not affected. In order to loop through the tree, I used a while loop and while its True then the loop iterates through the tree until its false, also looking at this the code can be changed to while temp is not None. In the method I made an if statement that if the item in my temporary tree is equals to k then in prints that it found the value and returns the tree. After that if I made an elif that compares the temp current item to the k and here its if the item in temp is less than k then temp is now declared as temp.right to traverse to the right of the tree. There’s another elif that if the item in my temp is greater than k then the temp is now declared as temp.left to traverse the left of the tree.

**Tracing**

For this trace I will be looking at the tree that has the values [10,4,2,8,15,12,18] and I will be searching for the value 4. When the tree and 4 is passed to the search method, the code stores the tree in a temporary tree do avoid changes to it. The code then moves on to the while loop and since its true that its not empty then it compares the value at the root of the tree to k which is 4 and if they’re equal then it prints that it found the value and returns the temp. however since our root is not equal to 4 because the root is 10, the code moves on to the next if and if the item that is currently the root is less than the k then the temp moves to the right side of the tree. Since 10> 4, the only option left is the third if because if the item at the temp is less than k then the temp moves to the left value. Now in the while loop the number that is being looked at is 4 from the tree and now the program loops through the entire code and begins to compare the temps’ current item and k. If they’re equal then it prints that the value was found, and since temp.item is equal to k (4=4) then it passes the if statement and prints that the value was found and returns the temp.

If the value k was different for instance k being 2 then the it would loop through the tree and move to the left side again since 4 is greater than 2. Also let’s say that if k is 15 then the tree would end up moving to the right side from the root in order to find the value. Also, if the number is not there then the code should return nothing or in the worst possible case return an error that there is no value as that is being looked for.
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This method is O(n) since there is no use of loops or division or multiplication.

**Question 3**

**Objective**

The objective of this code is to build a sorted from a list without using the insert method. This method will only create a Binary Search Tree.

**Proposed solution**

For this method, I know that I need to find the middle value of my list in order to begin making my tree since the middle will be the root. The way to find the root will be to divide the length of the list by half, but then I need to store the left and right side of my list into the root. I would need to store the left from a range of 0 to the middle and for the right I need to begin storing after the middle value to the end of the lists.

**Implementation**

To begin making my method I first need to pass the list into my code in order to insert the values into the tree. After that I will need a base case that will check if the length of my list is less than 0 then it would return None. After making the base case I needed to make an elif to check if the length of my list is greater than 0; inside is where I begin to find the middle of my tree. In the elif statement I declare the value middle to the result from the length of the list divided by 2 which would be giving me the middle position of the list. After know what the middle position of my list is, I then need to declare the root to the middle but in order for the root to have the functionality of the tree I need to use the BST to give the functionalities of a tree to the root, also inside the BST I used the list and the middle value of the list which will give the roots position. After giving the root the trees functions then I needed to declare the left and right side of the root to store the left and right values of the list. The way I stored the left side was by recursively calling the method and passing the values of the position 0 to the middle of my list. For the right side of my root I recursively called the method and passed the list and the values after the middle to the end of the list; In the end of the program I would return my tree after it was finished.

**Tracing**

To trace this method, I passed a brand-new list with the values 1,2,3,4,5,6,7 and when passing the method, I declared Binary\_Tree to the output of the build\_SortedTree method. In the method the first thing that happens us that the code checks if the length of the list is less than 0 then it should return none, but in this instance our list is the size of 6. Since the list doesn’t fit the if statement then it goes to the elif and passes it since the length of the list is greater than 0. Inside the method the length of the list is divided by 2 which here 6 / 2 is 3 (position 3 holds the value 4) which is now the middle position of the list. After getting the middle position the root is now declared to the BST functionalities while inside it hold the list and the middle position. Now after declaring the functionalities of a tree to the root and making the middle (the value 4 is the top of the tree) as the top of the tree; the root’s left side would call the method recursively while only using the values from the starting position to the middle. When using recursion, the method ignores the first base case and passes the second if since there are a total of 3 numbers since the middle gets ignored. The new middle is at position 1 which the value is 2 is stored on the left side of the tree and is being looked at as the root for that position; since the value 2 is stored on the left another recursion call happens where root. Left calls the method while only passing the 1 remaining value in the list which is 1. Since that’s the last value for the left side then 1 is added to the most left position of the tree, but in the previous call we had a value remaining which was tree, however that value was after the middle meaning that the number 3 will be inserted into the child node of 2 on the right side.

Going back to the original root we still have the values after the middle which are 5,6,and 7. Since those values are after the middle they are designated to the right side of the tree and to begin looking for the middle the way its looked at is by dividing 2 since in the list there are 4 values; the values of the list are 4,5,6,7. In this division 6 is the middle value and since this value is our middle then it’s the root that’s going to be inserted to the right side of the tree. Since there are two values left, the one before middle will be directed to the left recursive call and the one after will be directed to the right-side recursive call. Once it reaches the end for both sides then the method will return the tree. The output will be shown by using the drawTrees method from question 1.

![A close up of a map

Description automatically generated](data:image/png;base64,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)

This method is O(log n) since there was the use of division to obtain the middle.

**Question 4**

**Objective**

For this method, I need to create a program that converts the Binary Search Tree to the list. For this method, I am able to assume that the Binary Search Tree is correctly sorted to be able to transfer to the list.

**Proposed Solution**

For this solution, I know that I need to traverse the tree and insert the values into the list, however I prefer to insert the values into an empty list since I’m not told otherwise. Additionally, I need to insert both the left and right side of the Tree into the list which will have to be done separately, but I will be using recursion since an iterative solution will be more difficult to implement.

**Implementation**

When making the code I passed the Tree from the previous question and empty list the parameters for my method. Inside my method, I made and if statement the if my tree is None then it returns None (This is my base case). After making the base case I made an else statement that will recursively call the method and pass the left side of the tree with the empty list. The purpose of this is to hold all the values from the left and then in the next line of code is where this comes to use. Until the left side of the tree is none then those values will be appended to the list by using the append method. After, the values are appended to the list then I recursively call the method again but passing the right side of the tree and the list that holds the values that were inserted, and once the values are all inserted then I return the list.

**Tracing**

To trace this method, I used the previous binary tree that was made from question 3 and an empty list called E. in the method I begin to see if the tree is empty and since it’s not then we go to the else statement. In the else we begin by calling the method recursively while passing the left side of the tree which the values getting passed for the left side are 1,2 and it stops going since it reaches the left most side and becomes appended on the list making the list as 1,2. Still in the left area the program calls the recursive method and passes the right side since the value 3 is still in the right of the left part of the tree, which then that value is appended to the list. Now since our root is the middle value and had no left or right then that value gets appended to the list making the list as 1,2,3,4. Now for the remaining values on the right most side the method is called recursively and stores the values 5,6, and 7 into the list, but when the 6 is going to be appended it goes to the recursive call that passes the tree on the left side, which will append the 6. Until it reaches the end of the Tree in the left and right area then the method will stop appending.
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The method is O(n)

**Question 5**

**Objective**

For this method, my objective is to make a method that will print out the values of a certain depth. This will require the use of a tree and a value to find which depth we want to print out.

**Proposed solutions**

For this method, I need to traverse the tree until I find the depth that we’re looking for or until we can’t find it and end up reaching the end of the tree in its depth. When looking for the depth and the values that it has I would need to make an if statement were it would tell me once that depth is found. If the depth is not found the I need to call the method to traverse the tree onto the left and right side while decreasing the depth given.

**Implementation**

For this method I passed a tree and the value k which is the depth. Inside the method I made a base case that if the tree is None then it returns none. After making my base case then I need to make a base case where if my k is equal to 0 then it prints the items in that depth. After the if, I created an else statement that recursively calls the method where it passes the left side of the tree and decreases the k by 1, also there is another recursive call that passes the right side of the tree and decreases the k by 1.

**Tracing**

When tracing this method I will use the Binary tree that was made for question 3 and was used in question 4, also my k will be the value of 1. In the method the tree will go to through the base case and check if its None, but since the code hasn’t traversed through the tree yet or the tree is not empty then it ignores the base case. After the base case, there is an if statement that if k is equal to 0 then it prints the items in that part of the tree, since our k is 1 then we don’t pass this case and proceed to the else. In the else there are two recursive calls one for the left and one for the right side of the tree, when the recursive call happens then the new position the tree points at is the left and the k becomes 0. Since the tree is still not empty then the method ignores the base case and continues to the if statement; since our k is equal to 0 then we print the value 2 from the tree and since it was then the recursive calls will keep going until it reches none in the left side of the list. Returning to when we first called the method recursively, we call the second recursive method that passes through the right side of the list and decreases k by 1. When looking at the node where the right side of the tree begins we see that since the Tree is not none the we ignore the base case and continue to the if statement. In the if statement we see that our k is equal to 0 since we decreased our original value by 1 meaning that the value 6 will be printed since it’s the value we reached when we moved right when k is 0. The output for when k is 1 then it prints out 2 and 6 in that depth; if I made k to be 2 then it would print the values 1,3,5,7 since it would have to recurse twice through the method and those are the values at depth 2.
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This method is O(n)

**Conclusions**

For this lab, I learned many ways to use binary trees and how to implement different ways of thinking with BST. I hope I can practice some other method in the near future to help me improve my thinking skills with Binary search trees, but with what I learned in this lab I am able to get a better idea of where to improve.

Academic dishonesty includes but is not limited to cheating, plagiarism and collusion. Cheating may involve copying from or providing information to another student, possessing unauthorized materials during a test, or falsifying data (for example program outputs) in laboratory reports. Plagiarism occurs when someone represents the work or ideas of another person as his/her own. Collusion involves collaborating with another person to commit an academically dishonest act. Professors are required to - and will - report academic dishonesty and any other violation of the Standards of Conduct to the Dean of Students.

Source Code

# -\*- coding: utf-8 -\*-

"""

Created on Mon Mar 4 07:44:41 2019

@author: Alexis Navarro

CS 2302

Lab #3

Purpose:The purpose of this code is to allow me to learn the different way Binary search trees can be used by either making one from a list, taking the values from the tree and transfering them to list

, Obtaining the values at a certain depth, and searching for a value in my Binary Search Tree.

"""

import numpy as np

import matplotlib.pyplot as plt

class BST(object):

# Constructor

def \_\_init\_\_(self, item, left=None, right=None):

self.item = item

self.left = left

self.right = right

def IsEmpty(L):

return L.head == None

def Append(L,x):

# Inserts x at end of list L

if IsEmpty(L):

L.head = Node(x)

L.tail = L.head

else:

L.tail.next = Node(x)

L.tail = L.tail.next

def Insert(T,newItem):

if T == None:

T = BST(newItem)

elif T.item > newItem:

T.left = Insert(T.left,newItem)

else:

T.right = Insert(T.right,newItem)

return T

#------------------------------------------------------------------------------

#Method to draw my Binary Search Tree

#Requires the Use of draw Triangle to function properly

def draw\_Triangle(ax,n,p,w):# this method makes a triangle shape that is used by the tree method; also this method is modified by the squares method from lab 1

if n>0:

i1 = [1,0]#modified this to create the shape of a triangle

q = p\*w + p[i1]\*(1-w)

ax.plot(p[:,0],p[:,1],color='k')

draw\_Triangle(ax,n-1,q,w)

plt.close("all")

orig\_size = 1000

fig, ax = plt.subplots()

ax.set\_aspect(1.0)

ax.axis('on')

plt.show()

fig.savefig('Triangle.png')

def drawTrees(Tree, x,y, xMove,yMove):# This is a modified drawTrees method from lab 1

if Tree is not None:

plt.text(x-.4,y+yMove,Tree.item, bbox={"boxstyle":"circle","facecolor":"white"}) # this lets me create the circles, place them in a correct position on my BST, and allows me to input the values of my tree in its designated parts.

if Tree.left is not None: # here we traverse through our Tree and we insert the values that go to the left while drawing the left side of the tree

q=np.array([[x-xMove , y], [x, y +yMove]])#split both sides of the tree which saves a lot of time

draw\_Triangle(ax,1,q,.9)# call this method to draw our triangles

drawTrees(Tree.left, x-xMove, y-yMove,xMove/2,yMove)# Recursive call the method to finish creating the figure by going down the tree and dividing how much in the X Axis the figures should move

if Tree.right is not None:# here we traverse through our Tree and we insert the values that go to the right while drawing the right side of the tree

q1=np.array([[x , y+yMove], [x + xMove, y]])

draw\_Triangle(ax,1,q1,.9)

drawTrees(Tree.right, x+xMove, y-yMove,xMove/2,yMove)

#------------------------------------------------------------------------------

# Methods that were used to draw a BST tree that was used until I was able to draw the figure for a BST

def InOrder(T):

if T is not None:

InOrder(T.left)

print(T.item, end = ' ' )

InOrder(T.right)

def InOrderD(T,space):

if T is not None:

InOrderD(T.right, space+' ')

print(space, T.item)

InOrderD(T.left,space+' ')

#------------------------------------------------------------------------------

#Iterative Search method

def Search(T,k):

temp = T

while True:

#print (temp.item)

if temp.item == k :

print('found the value', temp.item)

return temp

elif temp.item<k:

temp = temp.right

elif temp.item>k:

temp=temp.left

#------------------------------------------------------------------------------

#Method to create a sorted tree , BUT NOT TO DRAW THE FIGURE

def build\_SortedTree(L):

if len(L)<0:

return None

elif len(L)>0:

middle = len(L)//2

root = BST(L[middle]) # the root is declared to the middle value of our list

root.left = build\_SortedTree(L[:middle]) # we are able to make root.left by calling the method recursively and storing the variables from the starting position of the list to the middle

root.right = build\_SortedTree(L[middle+1:])# root.right is the same as root.left however it stores all the variables beginning at the value after the middle till it reaches the end of the list

return root

#------------------------------------------------------------------------------

#method to convert the Binary Search Tree to a List

def BST\_ToList(Tree, L):

if Tree is None:

return None

else:

BST\_ToList(Tree.left,L)

E.append(Tree.item)# uses the append method to insert the values of the tree to the end of the empty list

BST\_ToList(Tree.right, L)

return L

#------------------------------------------------------------------------------

#method to find the elements at a specific depth and when found it prints the items in that depth

def Elem\_AtDepth(Tree,k):

if Tree is None:

return None

if k==0:

print(Tree.item)

else:

Elem\_AtDepth(Tree.left,k-1)

Elem\_AtDepth(Tree.right,k-1)

#------------------------------------------------------------------------------

#MAIN

T = None

#A = [10,4,2,8,1,3,5,9,7,15,12,18]

A = [10,4,2,8,15,12,18]

for a in A:

T = Insert(T,a)

plt.close("all")

fig, ax = plt.subplots()

#drawTrees(T,10,10,10,10) # uncomment or comment to see one Binary tree, since only one can be seen at a time

ax.set\_aspect(1.0)

ax.axis('on')

plt.show()

fig.savefig('Trees.png')

InOrderD(T,'')

Search(T, 4) # calls the method to find a value in the Binary Search Tree

#------------------------------------------

L = [1,2,3,4,5,6,7]

E=[] #Empty list that will be used to transfer the BST values to a list

Binary\_Tree = build\_SortedTree(L)

#InOrderD(Binary\_Tree,'')

drawTrees(Binary\_Tree,10,10,10,10) # uncomment or comment to see one Binary tree, since only one can be seen at a time

#print(BST\_ToList(Binary\_Tree, E))# calls the method to convert the Binary search tree to a list

Elem\_AtDepth(Binary\_Tree,1)#calls the method to print the elements at a depth in the binary tree that was previously made